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In this final laboratory exercise you will design a code converter. In doing so, you will 
obtain additional experience designing sequential circuits, with a special emphasis on state 
graph construction and state reduction. 
 
Your task is design a sequential circuit to convert Binary Coded Decimal (BCD) to 
Excess-3 code. As discussed several times in class, BCD is a straight assignment of the ten 
decimal digits 0 through 9 to binary. Excess-3 is another code used in some older 
computers to represent decimal digits, and can be found by taking the BCD code for a 
decimal digit and adding 3. Your task, therefore, is to design a sequential circuit that adds 
three to a BCD digit in the range of 0 to 9. The input and output of your circuit will be 
serial with the least significant bit appearing first. A list of the allowed input and output 
sequences is shown in Table 1 below. 
 
 

Table 1: BCD to Excess-3 
X Input 
(BCD) 

Z Output 
(excess-3) 

t3  t2 t1 t0 t3  t2 t1 t0 
0  0  0  0 0  0  1  1 
0  0  0  1 0  1  0  0 
0  0  1  0 0  1  0  1 
0  0  1  1 0  1  1  0 
0  1  0  0 0  1  1  1 
0  1  0  1 1  0  0  0 
0  1  1  0 1  0  0  1 
0  1  1  1 1  0  1  0 
1  0  0  0 1  0  1  1 
1  0  0  1 1  1 0  0 

  
 
The previous table lists the desired input and outputs at times t0, t1, t2, and t3. After 
receiving four inputs, the circuit should reset to the initial state, ready to receive another 
group of four inputs – one bit at a time. 
 
It is important to note that a cursory glance of Table 1 may leave you feeling somewhat 
perplexed, as it is not readily obvious that a sequential circuit can be actually be realized to 
produce the output sequences specified in the table on a clock cycle by clock cycle basis. 
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For example, if at time t0 some sequences required an output Z = 0 for X = 0, while other 
sequences required Z = 1 for X = 0, it would be impossible to design the circuit to output 
the correct value. However, for this particular application, this problem does not exist. 
From Table 1 we can see that at t0 if the input is 0 the output is always 1 and vice-versa. 
Therefore, there is no conflict at time t0. Similarly, there are no conflicts at times t1, t2, and 
t3. 
 
Following the procedure given in class, start by creating a correct state diagram. Your state 
graph should be based on a Mealy machine, where the output is associated with the arcs in 
the graph (i.e., combinational logic) rather than the vertices (flip-flops). Ultimately, your 
state graph will have the form of a tree, with each path starting at the reset state 
representing one of the 10 possible input sequences. Hint: First construct the paths for each 
input sequence, then work backwards from the leaf vertices to the root vertex to fill in the 
output on each arc. 
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Having completed the state graph, convert the graph into a state-transition table.  Observe 
that you will have some don't’-care conditions in your state table, because only 10 of the 
possible 16 (4-bit) sequences can occur as inputs to the code converter. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
 
 
Next, you will reduce the number of states in the state table using the row-matching 
technique given in class. When matching rows which contain don’t-cares, a don’t-care will 
match with any state or with any output value. 
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How many states, if any, were you able to remove?  
 
 
 
 
How many flip-flops do you require to implement the state machine? 
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Redraw the final state table. Note: You will need to encode each state in binary. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
 
Complete your design, by implementing the circuit using D flip-flops. 


